Analyzing Structural Software Changes: A Case Study
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ABSTRACT
Software engineers strive to understand software’s evolution and make software better and more reliable. In the last decade, software’s life cycle became an interesting research area. However, software evolution could be analyzed from different aspects. In the study, we focused on analyzing structural software changes between software’s versions. We used the WatIN project and observed its structural changes during the. The research showed that the number of structural source code changes increased near the release dates.
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1. INTRODUCTION
A solid understanding of software development process allows engineers to develop software systems with fewer bugs and better quality. Engineers also strive to produce a product with a high degree of reliability and maintainability. In order to achieve these goals, they have to understand a software development process and have a deeper insight in software structural evolution between releases or even versions.

Software development can be presented as a sequence of changes[1]. These changes are constant activities that add new functionalities to software, adapt it in order to fulfill new business demands, remove features that are not useful anymore and improve its internal structure for better maintenance. Usually, today’s software systems are developed by more developers or even more development teams divided across countries. However, each developer has its own way of software development and uses own practices and patterns. All these facts impact on a software evolution during a project development life cycle.

Software repositories are widely accepted software versioning and revision control systems in software engineering environment. They track changes that were done to a documents and a source code of a software system. Each change, which was done by a developer, is stored into a central repository. With other words, repositories contain a lot of information[2][3] and represent an archive of development facts. Therefore, such repositories allow researchers to analyze software evolution and reveal how a software systems and their structure are changing over time.

The motivation driving this study is to analyze structural software evolution between versions. Our aim is to check in what extent is software’s structure changing over time. Especially, we will observe changes made close to the software’s releases. The research could reveal some development patterns that are made before and after the software’s releases.

The research is structured as follows. The section 2 presents a related work. Then, an essential background of the study is introduced in the chapter 3. The section 4 describes the research process and presents the results. In the last section we conclude our findings and describe a future work.

2. RELATED WORK
Software change evolution is an interesting research topic. Therefore, we can find various analyses regarding the evolution of software changes. Fluri and Gall[5] have developed an approach for analyzing and classifying change types based on code revisions. The approach differentiates between several types of changes on the method or class level. In the study, conducted by Confora et al[6], a technique for identifying a CVS changes is presented. A technique detects modified lines where non-relevant added or deleted lines are excluded. For identifying line changes they used the Levenshtein edit distance algorithm and presented the technique in a case study. Research in[7] presented an approach for tracking a source code change evolution based on an algorithm that overcomes the Unix diff’s versioning limitation. It is oriented towards software syntax and entity modifications.

Hall and Munson have presented an idea how to assess the amount of change in the complexity of the system across successive software builds[4]. The idea resulted in defining a code delta and a code churn. E. Ginger et al.[8] compared fine-grained source code changes and code churn in order to predict bugs in software system. They analyzed source code changes and used machine learning algorithms to empirically evaluate the performance of the approaches. The research, conducted by Nagappan and Ball[9], presented a set of relative code churn measures that relate the amount of churn to other variables like component size or temporal extent of churn. Finally, they compared absolute and relative measures together. The study in[10] also used code churn approach. Authors used object-oriented code metrics, xml code metrics and organizational metrics to predict yearly cumulative code churn of software projects. Results showed that code metrics and xml metrics are complementary to organizational metrics in order to estimate code churn. The research in[11] presented a change burst. The term represents a code fragments that are continuously changed over some period of time. It is defined with a gap size and a burst size. Arbuckle[12] presented an approach for measuring evolution of a multi-language software system. He avoids difficulties related to syntax, semantics and language paradigms by looking directly at relative shared information content. The approach measures a relative
number of bits of shared binary information between artifacts of consecutive releases.

3. ANALYZING SOFTWARE CHANGES
3.1 Measuring Code Churn
The field of software change analysis has become very interesting research area in the last years. First analysis used single software’s snapshot to evaluate software quality. Today, studies are focused on a whole software development life cycle where software repositories are analyzed. The important study was conducted by Hall and Munson[4]. They defined the code churn approach. Today, it is widely used in the field of evaluating software evolution and it is defined as follows:

\[ C_n = \sum_{c=1}^{n} |m_c| - m_0 + \sum_{c=1}^{n} |m_a| + \sum_{c=1}^{n} |m_r|, \]

where:
- ABC – represents a metric,
- \( M_c \) - represents a set of modules in both version,
- \( M_a \) - represents set of added modules,
- \( M_r \) - represents set of removed modules,
- \( m_a \) and \( m_r \) - represents added and removed module and
- \( m_{ij} \) - represents the value of ABC metric for module \( c \) in the \( j \)th version.

Several studies used code churn and made some modifications to the definition above. For example, the code churn, that basis on lines of code, is frequently calculated just with a summation of added and deleted lines.

3.2 Measuring Structural Source Code Changes
The goal of our study was to analyze structural software changes during software’s evolution. We defined a structural change as a change that transforms an object-oriented element (e.g. class, method, field).

We developed a tool that extracts software’s versions from software repositories. Then, a special mechanism is used in order to detect structural software changes from consecutive versions. It uses different rules that are applied on a source code. The tool and its process of detecting structural software changes are presented in [14].

The tool for identifying source code changes supports several change types described in [13]. The supported change types are:
- add parameter, field and method,
- remove parameter, field and method,
- hide and unhide method,
- rename method,
- move attribute, method and class,
- extract superclass, interface and class
- pull up field and method,
- push down field and method and
- inline class.

In order to cover as many change types as possible, we added additional types to the list above. Additional types are add property, remove property, move property, pull up property, push down property and method body change. We added property changes in order to support the C# programming language. However, the language has a special object-oriented construct for properties. On the other hand, the Java programming language supports properties by defining an attribute and corresponding getter and setter methods.

4. THE RESEARCH
In the research, we analyzed WatiN project[15]. It is an open-source toolkit that is used to automate browser-based tests during software development. However, the toolkit is in development for more than 6 years and therefore contains lot of information in its software repository.

We extracted 1216 revisions from software’s repository and analyzed them. We identified 587 source code files that were changed during the evolution. The source code was committed into the repository by 6 different developers and our change detection process identified 10898 structural source code changes. The table 1 shows the project’s properties.

<table>
<thead>
<tr>
<th>Property</th>
<th>Value</th>
</tr>
</thead>
<tbody>
<tr>
<td>Project start date</td>
<td>29.4.2006</td>
</tr>
<tr>
<td>Number of revisions</td>
<td>1216</td>
</tr>
<tr>
<td>Number of developers</td>
<td>6</td>
</tr>
<tr>
<td>Number of changed code files</td>
<td>587</td>
</tr>
<tr>
<td>Number of detected changes</td>
<td>10898</td>
</tr>
</tbody>
</table>

Table 1: The WatiN Project Properties.

We grouped structural code changes in 5 different groups. Each group measures an extent of a code change. In the first three groups we used simplified code churn approach in order to evaluate a change extent of fields, properties and methods. We calculated them as follows:

Property Churn = Added Properties + Deleted Properties
Field Churn = Added Fields + Deleted Fields
Method Churn = Added Methods + Deleted Methods + Changed Methods

In the other two groups we just count the changes that moved different object-oriented constructs (i.e. move attribute, move method, move class) and count changes that were applied beyond the classes (i.e. extract superclass, extract interface, extract class, pull up field, property and method and push down field, property and method).

The figure 1 and figure 2 show the extent of changes made during the project’s evolution. The latter figure shows a method changes during the evolution. On the other hand, the figure 1 shows other changes (e.g. field, property changes). The red dots represent the software’s releases. The analysis showed that the method churn is much higher than other churns and changes. However, such an evolution was expected.
Figure 1: Fields, properties, move and beyond class changes during the project’s evolution.

Figure 2: A method changes during the project’s evolution.
The study also showed that in the first three releases (i.e. 0.6, 0.7, 0.8) there were lot of different type of changes. Beside field, property and method churn there were also changes that act beyond the classes. The latter changes could indicate on a restructuring in the software. The next interesting note is the high field churn before the release 0.9. Furthermore, the most changes were done between the releases 1.0 and 1.3. Beside changes in fields, properties and methods, there were also the move changes. We can assume that the release 1.3 was an important milestone in the project’s evolution. Before the last two releases (i.e. 2.0 and 2.1), the change activity become more balanced. There are just three cases where the change activity (i.e. field churn, property and method churn) was high.

The figures also show that the change activity increased near the milestones (before and after). Such a pattern is recognized for all releases in the WatiN project. In general, there were a lot of changes in fields, properties and methods. On the other hand, we also detected some move and the “beyond class” changes. Such changes indicate that source code was refactored during the project’s evolution.

5. CONCLUSION
In the research, the WatiN’s structural evolution was analyzed. We observed the extent of changes made during the development life cycle and near the project’s releases. We can conclude that structural change activity increased near the milestones. The highest change activity was detected between the versions 1.0 and 1.3. We assume that this release represents an important milestone in the project’s evolution. After this release the change activity became more balanced. However, beside the basic changes (e.g. field, property and method changes), we also detected complex changes (e.g. beyond class and move changes) that indicate on a refactoring processes.

In the future work we would like to evaluate a correlation between a structural source code changes and a software quality (e.g. number of bugs) and use a machine learning algorithms to predicts software’s quality.
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